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Abstract

Many important and useful applications for software agents require multiple

agents on a network that communicate with each other. Such agents can retrieve

software components for reuse from their repositories. However, if the keywords of

the retrieving  disaccords, the retrieval can be failure even if the eligible components

exist in the component repository.

In this paper, we present a new model for retrieving, and show how it is useful

in automatic software design.

1. Introduction :

Research dealing with searching software libraries has principally focused on

improving indexing [1,2,3]. Others have much attention towards automated methods

for gathering information in response to a query from a user [4,5,6,7]. In our research

we established a new model contains two levels for retrieving components from

repository. The first level, retrieve it according to the component specification (name,

similar function, ...) and we used a frame based representation to inherit the supper-

class characteristics. The second one, used semantic network for checking the

semantic of the retrieved component with the semantic required.



In section (2) we will describe our problem, in section (3) we present one of

applications with a complete example, and give a discussion at section (4), and finally,

section (5) presents the conclusion.

2. Problem Description :

The failure of component retrieving is mainly caused by the disaccord of

component designers and other agents who want to reuse it. Each component has the

corresponding specification (e.g. name, class, semantic, ...). Usually, the agents

retrieve the appropriate components according to the name or functionality. However,

if the keyword of the components at repository and the agents disaccords, the retrieval

can be failure even if the eligible components exist in the component repository.

An item in our repository is a “class”, in the object-oriented sense. A class

consists of  a set of  “methods” which define its functionality. Each Method has a set

of “instance variables”, “formula”, “similar names”, “similar function”  and

“semantic”, as shown in figure 1.

                        ...

Figure (1) : Class hierarchy
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In this approach, if the retrieving request dose not contain semantic check,

then  the agent scans the methods names from top to bottom and selects the first one

that seems of sufficient interest. The selected method is expanded to allow  an

assessment  of its  functionality  by a closer  inspection of its  variables and formula. If

it needs to adapt, we generalize that method, by going up to its class, and then turn to

other similar method in that class, which is more suitable.

Figure (2): a- Retrieve without semantic check,
  b- Retrieve with semantic check.

But, if the retrieving request contains semantic check, then we extract those

methods which seem of sufficient interest, and then apply some kind of natural



language processing method to check its semantic, to find a most suitable method for

accurate retrieve.

Figure 2, shows the flow chart of search technique. While figure 3 shows the

implementation of first level using AMZI PROLOG.

Figure (3) : Results in AMZI PROLOG



3. Automatic Software Design :

We present here one of the above method’s applications, which is useful in

automatic software design. Since, the recent explosion in networked information

resources has been exhilarating  reuse of the software area, such that, generate a

program source automatically, by reusing similar parts of the required program from

other agents over the network. This assists programmers in terms of reducing the cost

and time; instead of building their programs from scratch.

   In this application, we integrate the properties of agent technology (e.g.

negotiation, adaptation, ... etc.) with the properties of software engineering methods

(e.g. hierarchical structure) to find a model to generate program source automatically.

We used Jackson System Process (JSP) [8] as a systematic way of design, and because

it is easy to understand from normal user  (JSP’s notations are shown in figure 4).

A is a sequence        A is a selection                 A is an iteration
    component                component                          component

Figure (4) : JSD’s notations

3.1 Example :

Consider a student file which contains the name of students, their numbers,

their degrees, etc.. and we simply want to print out each class with its performance,

and the total file performance at the end.

a) Assumptions :

We consider the following assumption for agent A :-

A

B C D Bo Co Do

A A

B*



 • Agent A is responsible for making pseudo code program for one problem, given

input and output data structures in form of JSP  for a specific problem.

 • Agent A searches within its data dictionary about similar cases that match the

current problem, in order to construct the program data structure.

 • if agent A cannot construct program data structure successfully, it needs to know

the function required to transfer that input to the required  output, at that time agent

A begins to negotiate with other agents using KQML language [9].

 • After constructing program data structure, agent A uses converter rule base (for

pseudo code) to produce the source program.

We consider the following assumption for other agents (for simplicity, we’ll use one

agent called Agent-B):-

 • Agent B is a software house' dealer which sells software modules or functions to

customers;

 • As agent B wants to gain more customers. It has always a secondary goal, which is

to make a customer satisfied, i.e. their program is correct. That  will done by selling

the only suitable module/function to the customers, and to apologize if the required

function is not available at that time, or advice to purchase it from another agent(s);

 • The profit here, is the customer satisfaction.

b) Approach :

First : we will provide input data structure and the output data structure to agent A.

Second : Agent A, will search in his repository  about the suitable functions which

required to transform the input data to the output data, as shown in figure (5).



Figure (5) : Producing the  program’s data structure.

Third : If agent A doesn’t complete his target, from his own repository then, it

negotiates with other agents. The following scenario may take place :

a) asking broker to suggest one agent at Mathematical field

 (recommend-one

:language PROLOG

:ontology Mathematics

: sender Agent-A)

b) asking that agent about the required function

(ask-one

:language PROLOG

:ontology Mathematics

:content (find (average(?x ?y)))

:sender Agent-A

:receiver Agent-B)

AGENT
A

Input data structure

Output data structure
Repository

Program data structure



c) suppose that agent hasn’t this function

(sorry

:in-reply-to S1

:sender Agent-B

:receiver Agent-A)

d) repeat (a,b) until we get the following reply

(tell

:language PROLOG

:ontology Mathematics

:content(=avg(sum variables/number of variables))

:in-reply-to S1

:sender Agent-C

:receiver Agent-A)

Fourth  : if they agree, then Agent A confirms program data structure, and then

generate pseudo-code by using rules in associated converter rule base. (Figure 6)

Fifth : if not then go to step 3.

4. discussion :

As shown in the above example, only by providing an agent with input and

output data structures, we got the pseudo code source program. We used KQML

because, KQML is both a message format and a message-handling protocol to support

runtime knowledge sharing among agents. KQML can be used as a language for an

application program to interact with two or more intelligent systems to share

knowledge in support of cooperative problem solving. [10]

At the end, if the agents agreed about some components. Agent A again refers

to its repository to adapt what it got from other agents to its own problem..



Figure (6) : Producing the source program.

5. Conclusion :

In this paper we described a new model for reusing components in a

repository. The advantage of this model is that the exact keywords match is not

necessary to find a component, and there is an ability to check the semantic of

retrieved components. We also, presented the application of this new model at

automatic software design area.
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